Chapter 1

Introduction: Bridging the Gap from a
Computer Programmer to Professional

Software Engineer

Understanding the distinctions between computer programming and software engineering is
a critical challenge numerous undergraduates and newly hired software engineers face. A
common misconception is that Software Engineering is merely an extension of computer
programming. This narrow and oversimplified view of software engineering, centred solely on
computer programming, is a significant barrier to recognizing the differences between the two
disciplines. Overcoming this imprecise assumption is essential to be on the way to a successful
career in the software industry. This chapter aims to illuminate the differences between
Software Engineering and Computer Programming. By understanding these distinctions,
you can more effectively transform yourself from being a student to becoming a competent
professional engineer in the industry. This chapter will delve into the essential characteristics
that set these two fields apart, providing a firm grasp of their respective roles, responsibilities,

and applications in the real world.

1.1 Software development happens in organizational

context

Computer programming and software engineering diverge significantly in the software

industry, finding their distinct realms of practice. These are individual-focused computer
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programming activities and an organization-centric act of software engineering.

During undergraduate studies, computer programming often takes the form of individual
pursuit, with occasional exceptions for team or term projects. The academic setting aims to
nurture specific skills, like mastering new programming languages and showcasing proof of

concepts through web application development while fostering a spirit of teamwork.

In sharp contrast, software engineering thrives within the organizational domain, where the
crux of development lies in programming activities, supported by comprehensive testing
and seamless deployment. Companies usually employ software engineers, and they are

responsible for producing intricate lines of computer code.

However, the nature of computer programming transforms from an individual-centric act
to a dynamic collaborative activity when it is performed in the organizational setting. The
ultimate goal is to construct software that is not merely functional but fully operational,
poised to tackle complex tasks, such as handling financial transactions, managing airline
or train reservations, and other multifaceted challenges. Within the organizational setting,
computer programming is an art that entails applying programming language skills while
demonstrating an aptitude for teamwork, elevating both productivity and the corporate
fabric.

Let us explore different examples to understand this distinction.

Example 1 Programming Assignment Task: Create a simple web application that allows users
to register and log in, displaying a personalized greeting message upon successful login.
Scenario: In this programming assignment, the focus is on learning web development
concepts, such as HTML, CSS, and basic JavaScript. The primary goal is proficiency in
front-end development and basic user authentication. The lifespan of this application is
limited to the duration of the course, typically a few months.

Example 2: Software Development Task: Develop an e-commerce platform for a multinational

retail company, supporting millions of users, handling secure transactions, order manage-
ment, inventory tracking, and customer support.
Scenario: In an organizational setting, software engineers build complex and scalable
systems collaboratively. The e-commerce platform involves multiple teams, including
front-end, back-end, security, and database specialists. The goal is to create a fully
operational and efficient platform that can handle many transactions over an extended
period, possibly decades.

Example 3: Programming Assignment Task Implement a sorting algorithm (e.g., bubble sort,
quicksort) to sort a small array of integers in ascending order.

Scenario: In this programming assignment, the primary objective is to understand and
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practice algorithms and their implementation. The focus is on learning and demonstrating
knowledge of sorting algorithms in a controlled academic environment.

Example 4: Software Development Task: Develop a real-time financial trading system for a major

investment bank, enabling traders to execute high-speed transactions and monitor market
data.
Scenario: In an organizational setting, the development of financial trading systems
involves a highly specialized team of software engineers, financial experts, and data
scientists. The system must be robust, ultra-fast, and reliable to handle high-frequency
trading operations in a competitive, time-critical market.

Example 5: Programming Assignment Task Create a simple mobile app that calculates and
displays the user’s BMI (Body Mass Index) based on height and weight input.
Scenario: Students focus on mobile app development and user input handling in this
programming assignment. The app’s scope is limited to a specific calculation and user
interface for academic purposes.

Example 6: Software Development Task: Develop a comprehensive healthcare management
system for a hospital network, integrating patient records, medical history, prescription
management, and appointment scheduling.

Scenario: In an organizational setting, the healthcare management system requires
collaboration between software engineers, healthcare professionals, and data security
experts. The software must adhere to strict regulations and ensure patient privacy while

streamlining medical processes for efficient patient care.

These examples contrast programming assignments completed in an academic environment,
typically focused on learning specific skills and implementing smaller-scale applications,
and organizational software projects, which involve complex, collaborative efforts to build

large-scale, long-lasting systems to address real-world challenges.

Additionally, software operational issues take centre stage within the organizational context,
presenting a distinct set of challenges beyond development. These operational concerns
revolve around the seamless deployment of software onto suitable platforms, skillfully
managing configurations for various deployment environments, diligently monitoring the
performance of deployed applications, and fine-tuning their functionality in response to

ever-evolving changes.

Notably, these critical operational aspects are absent in programming assignments in
academic settings. While academic programming assignments focus primarily on improving
programming skills and conceptual understanding, they do not deal with the complexities

of software deployment and ongoing management in real-world scenarios.

Operational hurdles, integral to software engineering within organizations, entail a continuous
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and iterative process of optimization and adaptation to ensure top-notch performance,

scalability, and responsiveness in dynamic environments.

In summary, the absence of operational challenges in academic programming assignments
emphasizes the contrast between the controlled learning environment and the multifaceted
realities faced by software engineers in the industry. Transitioning from the educational
environment to the organizational world demands a comprehensive understanding of both
development and operational issues, equipping aspiring software engineers to thrive in the

face of diverse challenges that await them in their professional journeys

1.2 Software Engineering is programming integrated

with time

The software exhibits a remarkable range in its lifespan, from mere hours to several decades.
When crafted by developers within an organization, the longevity of software extends
over decades or even beyond. Conversely, student-created software projects are typically

constrained to shorter durations, lasting from mere hours to a few months.

For instance, the programming assignments completed in academic courses are confined
to a limited time frame. In contrast, software such as YouTube’s streaming videos, Linux

operating systems, and Apache web servers endure indefinitely, having served us for decades.

Numerous factors contribute to the longevity of software, and thoughtful design and ar-
chitecture play a vital role. Software like the Linux kernel and Apache Web Server have
endured due to their well-crafted and resilient design. Additionally, building a thriving
community around a software product fosters its longevity. Platforms like YouTube owe part
of their lasting success to the dedicated contributions of community content creators. While
projects in academic settings may not attain enduring longevity, they serve valuable purposes,
showcasing design concepts and individual skill development. The short span of educational
programs often limits the ability to build a widespread user community. Nonetheless, they
provide an essential stepping stone for aspiring software engineers, preparing them for the

challenges and possibilities of the software industry.

This temporal dimension provides a clear distinction between software engineering and
computer programming. The former involves designing software to function over extended
periods, introducing additional considerations beyond coding alone. As software is engineered
to withstand the test of time, activities such as rigorous testing, ensuring operational
efficiency, and adapting to evolving technologies and underlying hardware take precedence.

Thus, software engineering transcends the perception of mere computer programming,



Software Engineering is programming integrated with time

Android
Version

Upgrade Reason

New Features Added

Android 12

Improved User Ex-
perience and Privacy
Enhancements

(I) Dynamic theming that automatically adapts
the UI colours based on wallpaper selection.

(II) Privacy Dashboard: Provides a comprehensive
view of app permissions and data access, empower-
ing users to manage privacy settings more effect-
ively.

(IIT) Microphone and Camera Indicators: Visual
indicators on the status bar to alert users when
the microphone or camera is in us

Android 11

Enhanced User Ex-
perience and Privacy
Improvements

(I) Screen Recording: Built-in screen recording
functionality without needing third-party apps.
(II) One-time Permissions: Users can grant one-
time access to sensitive permissions, like location
or camera, for increased privacy.

(III) Auto-Reset Permissions: The system can auto-
matically reset permissions for apps that haven’t
been used for an extended period.

Android 10

Focused on Privacy
and User Experience

(I) Dark Theme: System-wide dark mode to reduce
eye strain and conserve battery on devices with
OLED screens.

(II) Gesture Navigation: Intuitive gesture-based
navigation system to replace traditional navigation
buttons.

(ITI) Privacy Controls: More control over app per-
missions, including one-time location access and
enhanced privacy settings.

Table 1.1: Different Versions of Android and their Feature Upgrade

incorporating a profound understanding of time’s passage and the foresight to meet long-

term objectives. Software engineers dedicate significant efforts to ensure their creations

function flawlessly and evolve seamlessly over time, standing the test of continuous usage

and technological advancements. Embracing this temporal perspective elevates software

engineering to a multidimensional practice beyond code-writing. While projects in academic

settings may not attain enduring longevity, they serve valuable purposes, showcasing design

concepts and individual skill development. The short span of educational programs often

limits the ability to build a widespread user community. Nonetheless, they provide an

essential stepping stone for aspiring software engineers, preparing them for the challenges

and possibilities of the software industry.
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App Approx. De- | Code Languages Year No. of
velopers Size Versions
Gmail 1,000+ 10M+ Java, JavaScript | 2004 20+
Maps 1,000+ 156M+ Java, C++, | 2005 30+
JavaScript
Chrome 2,000+ 20M+ C++, JavaS- | 2008 90+
cript
YouTube 1,000+ 10M+ C++, JavaS- | 2005 50+
cript
Drive 500+ 8M+ Java,  Python, | 2012 40+
Go
Photos 500+ 12M+ Java, C++, Py-| 2015 25+
thon
Calendar 500+ 6M+ Java, JavaScript | 2006 45+
Play Store 500+ 10M+ Java,  Python, | 2012 604
Go
Assistant 1,000+ 15M+ Java,  Python, | 2016 35+
Go
Keep 200+ AM+ Java, JavaScript | 2013 204
News 300+ 8SM+ Java, JavaScript | 2002 70+

Table 1.2: App Approx. Number of Developers Worked on a Google Product

Please note that the launch year and number of versions released are approximations and
may vary depending on the app’s development history. The numbers provided here give an

overview of the longevity and evolution of these popular Google apps.

1.3 Software engineering is the multi-person develop-

ment of multi-version programs

In academic settings, upgrades to programming assignments in response to underlying
hardware and software are unlikely. However, in an organization context, software engineering
is a collaborative activity involving the concerted efforts of multiple individuals. This
collaborative approach enables software engineers to consistently produce multiple program
versions, adapting to the ever-evolving underlying software and hardware developments.
The strength of collaborative software engineering lies in the diverse perspectives, expertise
pooling, and efficient problem-solving team members bring. By synergizing their efforts,
software engineers create products that stand the test of time and maintain their functionality

in the face of rapid technological advancements.

This collaborative act of producing multiple versions of programs poses new challenges.

Effective communication, coordination, and conflict resolution are vital to ensure smooth
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teamwork and achieve a standard vision. Managing multiple versions of the same program
is a significant challenge while developing software in an organizational context. Also,
integrating different pieces of code written by a team of programmers is another considerable

challenge that organizations must address effectively to deliver software releases.

However, the collaborative efforts of skilled professionals foster a dynamic and iterative
development process, ensuring the software remains relevant and resilient to emerging

challenges.

In conclusion, software engineering as a multi-person, multi-version production process
exemplifies the power of teamwork and adaptability. By embracing collaboration and
iterative development, software engineers continuously elevate their creations, delivering

cutting-edge solutions at the forefront of technological progress.

1.4 Hyrum’s Law

As software evolves and grows older with its multiple versions, maintenance of such software
becomes a challenging task. Hyrum’s law captures an important observation regarding

software maintenance.

Before we get into the specifics of Hyrum’s Law, let us know who Hyrum is and how this
law has been popularized among software developers. Hyrum Wright is a senior software
developer at Google. This law is well known because of the book Software Engineering at
Google by Titus Winters and others.

Hyrum’s law is an important concept that teaches us to distinguish between clean and clever
codes. However, many software engineering graduates find it difficult to understand. This is
because few students have the necessary experience and exposure to software maintenance
operations that the law refers to. Furthermore, the costs and benefits described in the law

are unclear if one wishes to use them for software engineering assignments.

This law accurately captures a valuable insight into the nature of Implicit Dependencies and
it indirectly refers to some of the best practices shared by practitioners over time and the

fact that software engineers rely on them.

The practices the law refers to are separating interfaces from implementations and design by
contract. During software development, the principles of design by contract and separating
interface from implementation are frequently followed through the documentation of Applic-
ation Programming Interfaces (API) or function signatures. In this context, API consumers
and contract publishers are the code elements with dependencies via published contracts.

Further, the law observes that reliance by developers on published contracts only is a risky
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maintenance affair when there are a sufficient number of API consumers exist. The law says
that:

With a sufficient number of users of an API, it does not matter what you promise
in the contract: all observable behaviours of your system will be depended on by

somebody.

Published contracts, or API, and observable behaviours are the two important ideas that
are crucial to understanding this law. Especially from the perspective of undergraduate
students lacking any software maintenance experience. The name of the API and input and
output data types define the published contract, while actual input and output data values
govern the observable behaviour. The following example illustrates the difference between a
published contract and observable behaviour.

Example Published contract vs observable behaviour The task of displaying a hash set in
Python illustrates the difference between a published contract and its observable behaviour.
When a function with the below signature is run on a different Python interpreter, the
same HashSet data will be shown differently. void displayHashSet(HashSet mySet): A
published contract or API Observable behaviour

When observable behaviour is non-deterministic, assuming any specific behaviour is a major
flaw. In this particular example, assuming a random order or a specific order (e.g., sorted

data) is a common mistake that a software maintenance engineer makes.

When the number of people using the system increases, Hyrum’s law issues a warning about
the possibility of someone relying on observable behaviour in addition to written contracts.
Ignoring this truth will result in those API consumers becoming useless. In addition to
the returned data ordering, external behaviour is manifested in different ways. These are:
(I) the format of the data (e.g., MM/DD/YYYY or DD/MM/YYYY are commonly used
data formats), (ii) the payload returned during message transfer, (iii) the response time of

message transfer; (iv) error code returned and similar returned data characteristics.

In light of this, a software engineer who is tasked with the maintenance of a system that
has a longer lifespan and sufficient high usage needs to take into consideration observable

behaviour in addition to the written contract.

Thus, Hyrum’s law applies to maintaining a system with a longer lifespan and sufficient high
usage. It differentiates between published contracts and observable behaviour. Ignoring

observable behaviour may result in API consumers relying on them as useless.
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Algorithm 1: Clean Code| fibonacci(n)]
def fibonacci(n): if n <= 0: raise ValueError("Input must be a positive

integer”) elif n == 1: return O elif n == 2: return 1 else: prev, curr = 0, 1

for ;nrange(n — 2) : prev, curr = curr, prev + currreturncurr

Algorithm 2: Clever Code[ fibonacci(n))
def fibonacci(n): sqrts = 5 ** 0.5 phi = (1 + sqrt5) / 2 return round((phi
** n - (-phi) ** -n) / sqrt5)

1.5 Computer Programming is about writing Clever

Code, and Software is about writing clean code

1.5.1 Clean Code:

Clean code refers to code that is easy to read, understand, and maintain. It is focused on
clarity, simplicity, and adhering to established coding conventions. Clean code follows best
practices and is designed to be readable by humans. Some key characteristics of clean code

include:

¢« Readable and Understandable: Clean code uses meaningful names for variables,
functions, and classes, making it easy for other developers (and even the original author)
to understand its purpose and logic.

¢ Modularity: It encourages breaking down complex problems into smaller, manageable
modules or functions. Each module should have a single responsibility and be reusable in
other parts of the codebase.

¢ Avoids Duplication: Clean code aims to eliminate duplicated logic. Repeating code
can lead to maintenance issues and make the code harder to maintain.

¢ Maintainable: Clean code is easy to modify and extend without introducing bugs or
unintended side effects.

o Testable: Clean code is designed with unit testing in mind, making writing and executing

tests easier to ensure the code behaves as expected.

Clean code focuses on making it easy for developers to collaborate, understand, and modify

the codebase over time.
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1.5.2 Clever Code:

Clever code, on the other hand, is code that prioritizes clever or intricate solutions to problems.
Developers who write clever code often rely on complex algorithms or unconventional
coding techniques to achieve specific functionality. While clever code may demonstrate the
developer’s ingenuity, it may sacrifice readability and maintainability. Some characteristics

of clever code include:

e Clever Solutions: Clever code often involves creative and innovative solutions to
problems. While these solutions can be impressive, they may not be easy for other
developers to comprehend.

¢ Complexity: Clever code can be more complex and may involve tricky hacks or
optimizations that obscure the code’s true intent.

« Harder to Maintain: Clever code can be difficult to maintain and modify due to its
complexity and lack of readability. It may lead to bugs and errors that are hard to
diagnose and fix.

« Less Readable: Clever code may use cryptic variable names, shorthand notations, or
unconventional coding styles, making it harder for others to understand.

« Risk of Misinterpretation: Clever code may be open to misinterpretation, as under-
standing the intent behind certain clever tricks often requires extensive knowledge and

expertise.

The focus of clever code is often on achieving the desired functionality in an elegant and
technically impressive manner, but it can come at the cost of long-term maintainability and

readability.

1.6 Programming Small Vs Programming Lagre

Programming small and programming large refer to two different contexts in software

development, and they involve different challenges and considerations:

1.6.1 Programming Small:

Programming small typically refers to writing code for smaller, isolated tasks or individual
components within a larger system. It involves working on relatively simple and self-contained

problems. Some characteristics of programming small include:

(1) Scope: The scope of the task or problem is limited and can be completed within a short

time frame.
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(2) Modularity: It is easier to maintain modularity in small codebases, as there are fewer
interdependencies between components.

(3) Testing: Testing individual components or functions is generally more straightforward
and less time-consuming.

(4) Readability: Code readability is essential but may be more relaxed, as long as the code

is clear and understandable to the developer working on the task.

1.6.2 Programming Large:

Programming large, on the other hand, refers to working on more extensive, complex, and
interconnected software systems or projects. It involves dealing with the challenges of
managing a large codebase and collaborating with multiple developers. Some characteristics

of programming large include:

(1) Complexity: Large projects often involve complex interactions between different com-
ponents, and understanding the system’s behavior as a whole becomes critical.

(2) Modularity and Architecture: A well-designed architecture is crucial to maintainability
and scalability in large projects. Careful consideration of how components interact and
communicate is necessary.

(3) Testing and Quality Assurance: Comprehensive testing becomes more critical in large
projects to ensure that changes in one part of the system do not inadvertently affect
other parts.

(4) Documentation and Comments: Large projects often require more extensive and detailed
documentation to aid collaboration and future maintenance. Team Collaboration: Large
projects involve multiple developers and teams, so effective communication and version

control practices are essential.

In summary, programming small involves working on smaller, simpler tasks, where the focus
is on individual components and their functionality. Programming large entails handling
more extensive and complex software systems, where considerations such as architecture,
scalability, team collaboration, and documentation become crucial to ensure the project’s
success. Both small and large-scale programming have their unique challenges and require
different skill sets and approaches. A good software developer should be adept at both and
be able to adapt their coding style and practices accordingly based on the context of the

project they are working on.
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Concurrent Users | Response Time (ms) without scalable design | with scalable design
50 150 120
100 180 130
200 250 140
500 400 180
1000 600 210

Table 1.3: Caption

1.7 Scalibility

In software industry, scalability refers to the ability of a software system to handle an
increasing amount of work, data, or users without experiencing a significant decrease in
performance. A scalable system can effectively and efficiently adapt to larger demands,
allowing it to grow without sacrificing its functionality, responsiveness, or overall performance.
Scalability is a crucial characteristic where user bases and data volumes can rapidly increase.

There are two primary types of scalability:

o Vertical Scalability (or Scaling Up): This involves increasing the capacity of a
single machine or server. It typically includes adding more resources to the existing
hardware, such as upgrading the CPU, memory, or storage. While vertical scaling can
offer immediate performance improvements, it has limits since hardware capabilities have
finite thresholds.

o Horizontal Scalability (or Scaling Out): This involves adding more machines
or servers to distribute the workload. Instead of increasing the resources of a single
machine, horizontal scalability aims to improve performance by distributing the load
across multiple machines, often using load balancers to ensure even distribution. This
approach can be more cost-effective and has higher potential for scalability since it allows

for easy expansion by adding more machines as needed.

Scalability of a software product or service can be improved using distributed systems
and microservices architecture, implementing caching mechanisms to reduce database load,
employing asynchronous processing for time-consuming tasks, optimizing database schema
and queries. Additionally, load testing and performance monitoring to identify bottlenecks

and optimize performance is required to improve scalability.

Example 1.1. Let’s consider a web application of a simple e-commerce website where users
can browse products, add items to their cart, and place orders. We’ll focus on how the

application handles the increasing number of users and orders.

e Scenario: Let’s start by looking at the performance of the application with different
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levels of user traffic, specifically the response time for each user request. We’ll use a
graph to illustrate this data.

¢ Porblem Analysis: As we can see from the graph, as the number of concurrent users
increases, the response time of the application also increases. Initially, with 50 users,
the response time is relatively low at 150 milliseconds. However, as the number of users
increases, the response time grows, reaching 600 milliseconds with 1000 concurrent users.

¢ Solution to Improve Scalability: To address the increasing response time and ensure
the application remains scalable, we can employ a horizontal scaling approach.

— Load Balancer: Introduce a load balancer that distributes incoming user requests
across multiple server instances. This ensures that no single server becomes over-
whelmed with requests.

— Multiple Servers: Add more server instances to handle the increasing load. These
servers can be replicas of the original server, each capable of serving user requests
independently.

¢ Analysis with Horizontal Scaling: After implementing horizontal scaling, we can
observe a significant improvement in response time. With the same number of concurrent
users, the response time has reduced substantially compared to the previous scenario

without horizontal scaling.

This example illustrates how horizontal scaling can help a web application maintain accept-
able performance levels as user traffic increases, making it more scalable to handle future
growth. By adopting a horizontal scaling approach and adding more servers to distribute
the workload, the application demonstrates better scalability. As the number of users
grows, the response time remains relatively stable, ensuring a smoother user experience and

accommodating more users without compromising performance.

Differentiating software engineering as practiced in the industry and computer engineering
as practiced by students from the point of view of scalability involves understanding the
focus, scope, and real-world applications in each domain. Let’s explore the differences:

Software Engineering (as practiced in industry): In the software engineering industry,
professionals work on designing, developing, deploying, and maintaining large-scale software
systems to meet real-world business needs. Scalability is a critical consideration, especially
for web applications, cloud services, and distributed systems. Here’s how scalability is

viewed in software engineering in the industry:

Large-Scale Architectures: Software engineers in the industry are tasked with designing
scalable architectures to handle growing user bases and increasing demands. This includes

considerations like load balancing, microservices, caching, and distributed databases.
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Performance and Optimization: Scalability in the industry involves optimizing code and
infrastructure for performance and efficiency. Engineers work on reducing bottlenecks and

ensuring that applications can handle a high number of concurrent users.

Horizontal Scaling: Industry professionals often work with horizontally scalable solutions,
where applications can scale out by adding more servers or instances to handle increasing

workloads.

Cloud Computing: Scalability in the industry frequently involves leveraging cloud services
to dynamically allocate resources based on demand. Engineers use services like AWS Auto

Scaling to adjust capacity automatically.

Monitoring and Analysis: Scalability requires continuous monitoring of systems to identify

performance bottlenecks and make data-driven decisions to optimize resource allocation.

Computer Engineering (as practiced by students): Computer engineering students typically
focus on learning the fundamentals of hardware and software systems. While scalability is a
vital aspect, their projects and coursework might not reach the level of complexity seen in
industry settings. Here’s how scalability is viewed in computer engineering by students:

Learning Hardware Architecture: Computer engineering students study the design of
hardware components like CPUs, memory systems, and networks, which lay the foundation

for building scalable systems.

Parallel Processing: Students learn about parallel computing techniques, which contribute

to performance improvement and scalability by utilizing multiple processors or cores.

Prototyping and Simulations: Computer engineering students often work on smaller projects,

such as simulations or prototypes, where scalability might not be the primary concern.

Understanding Hardware Limitations: Students gain insights into the limitations of hardware

components, which can influence software design decisions for scalability.

Designing Efficient Algorithms: Computer engineering students focus on implementing
efficient algorithms and data structures, which can have implications for scalability when

applied to large-scale systems.

In summary, software engineering in the industry involves developing large-scale, distributed,
and cloud-based systems with a strong emphasis on scalability to meet real-world demands.
On the other hand, computer engineering students study the fundamentals of hardware
and software systems, including aspects of scalability, but their projects might not reach
the complexity and scale of real-world industry applications. Both disciplines are essential

in building scalable and high-performance computing systems, but the industry software
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engineering domain deals more directly with the challenges and considerations of scalability

in large-scale software systems.

1.8 Engineering Trade offs

Software engineering tradeoffs refer to the conscious and deliberate decisions made by
software engineers during the development process to balance different aspects of a software
system. These tradeoffs involve making choices between conflicting goals, requirements,
or constraints, as it is often not possible to optimize all aspects simultancously. Software
engineering tradeoffs are essential for finding the most suitable solution for a particular

problem or scenario. Here’s a more detailed definition:

Balancing Conflicting Objectives: Software engineering tradeofls involve finding the right
balance between conflicting objectives, such as performance vs. readability, development

speed vs. maintainability, or feature richness vs. simplicity.

Considering Constraints: Tradeoffs are made while considering constraints like time, budget,

available resources, technological limitations, and specific project requirements.

Analyzing Impact: Software engineers evaluate the potential impact of each tradeoff on
various aspects of the software, such as usability, performance, security, scalability, and
maintainability.

Prioritizing Goals: In many cases, tradeoffs are necessary because optimizing one aspect
might come at the expense of others. Engineers prioritize their goals based on project needs

and stakeholder requirements.

Iterative Process: Making tradeofls is not a one-time decision. Software engineers often
revisit and adjust tradeoffs as the project evolves, new requirements arise, or feedback is

received.

Risk Assessment: Engineers assess the risks associated with each tradeoff. Some tradeoffs

might introduce potential technical debt or increase the complexity of the system.

Tradeoff Documentation: Keeping track of tradeoff decisions is crucial for transparency and

communication within the development team and stakeholders.
Examples of software engineering tradeoffs include:

Choosing between a more straightforward and quick implementation that might require
refactoring later versus a more comprehensive, time-consuming approach that minimizes

future code changes. Deciding on the level of code modularity and reusability versus the
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performance impact of creating smaller, more granular components. Balancing the amount
of automated testing to ensure code quality versus the time required to develop and maintain
test cases. Opting for a specific database technology based on its performance and scalability
characteristics versus its complexity and potential learning curve. In summary, software
engineering tradeoffs are fundamental in making informed decisions during the software
development lifecycle. Engineers need to carefully weigh the pros and cons of different
options to create a well-balanced, efficient, and successful software solution that meets

project requirements and stakeholder expectations.

Example 1.2. Certainly! Scalability is a critical consideration in software development,
and achieving it often involves making tradeoffs between different aspects of the system.

Let’s explore various tradeoffs associated with scalability and provide examples for each:
1. Consistency vs. Availability:

Tradeoff: In distributed systems, achieving high consistency (all nodes have the same
data at the same time) can impact availability (the system can respond to user requests).
High consistency requires synchronous data replication and may lead to higher latencies
and potential service unavailability during network partitions. Example: In a distributed
database, choosing strong consistency guarantees might result in increased response times
during network outages or partition scenarios. On the other hand, relaxing consistency
guarantees can improve availability but may lead to temporary inconsistencies in data across

nodes. 2. Vertical Scaling vs. Horizontal Scaling:

Tradeoff: Vertical scaling involves adding more resources (CPU, memory) to a single server,
while horizontal scaling involves adding more servers to distribute the workload. Vertical
scaling is limited by hardware constraints, while horizontal scaling introduces complexity in
managing distributed systems. Example: When a web application experiences increased
traffic, vertical scaling might involve upgrading the server’s hardware. However, if vertical
scaling reaches its limit or becomes cost-prohibitive, horizontal scaling by adding more servers
to distribute the load might be a better option. 3. Data Sharding vs. Data Replication:

Tradeoff: Data sharding involves partitioning the data across multiple database nodes,
reducing the load on individual nodes but complicating querying across shards. Data
replication involves maintaining copies of the data on multiple nodes for improved read
performance but increases the complexity of maintaining consistency. Example: In a social
media platform, sharding user data based on geographic regions can reduce the load on
each shard but might require additional logic to aggregate data from multiple shards for
cross-region queries. Data replication, on the other hand, can enhance read performance by

allowing each region to handle read requests locally. 4. CAP Theorem:
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Tradeoff: The CAP theorem states that in a distributed system, you can only achieve two
out of three properties: Consistency, Availability, and Partition Tolerance. It highlights the
inherent tradeoff between strong consistency, high availability, and tolerance to network
partitions. Example: A distributed key-value store following the CAP theorem might
prioritize partition tolerance and availability (AP) to ensure the system remains operational
even during network failures, but it may sacrifice strong consistency. This means that read

and write operations might see temporary inconsistencies. 5. Caching and Memory Usage:

Tradeoff: Caching frequently accessed data can improve response times and reduce database
load, but it increases memory consumption and might lead to staleness of cached data.
Example: A web application can cache frequently accessed pages to reduce database queries
and improve response times. However, cached data might become stale if the underlying
data changes frequently, leading to the tradeoff between faster response times and data
freshness. Scalability tradeoffs are inherent in system design, and the choice depends on the
specific requirements, use cases, and constraints of the application. Understanding these
tradeoffs is crucial for making informed decisions while architecting and developing scalable

software systems.



