Chapter 2

Elements of Software Engineering

2.1 Project Perspective

Project management in software engineering is a critical discipline that involves planning,
organizing, and overseeing the development of software products. In the dynamic and
ever-evolving field of software engineering, effective project management is essential to
ensure successful outcomes, meet deadlines, and deliver high-quality software solutions. This
concept note outlines the key components and principles of project management in software

engineering.

2.1.1 Objectives:

The primary objectives of project management in software engineering are as follows:

o Deliver High-Quality Software: Ensure that the software product meets the specified
requirements, is free from critical defects, and satisfies user expectations.

e« Meet Deadlines: Establish and adhere to project timelines and milestones to ensure
timely delivery of the software.

« Manage Resources Efficiently: Optimize the allocation of human, financial, and
technological resources to maximize productivity and minimize costs.

e Minimize Risks: Identify potential risks and develop mitigation strategies to minimize
disruptions during the project’s execution.

e Enhance Communication: Facilitate clear and effective communication among project

stakeholders, including developers, testers, clients, and management.
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2.1.2 Key Components:
Project management in software engineering comprises several key components:

e Project Planning: Define project objectives, scope, requirements, and constraints.
Develop a comprehensive project plan that outlines tasks, schedules, and resource alloca-
tions.

¢ Resource Management: Allocate human resources with the right skills and expertise
to various project tasks. Ensure availability of necessary hardware, software, and tools.

¢ Risk Management: Identify potential risks, assess their impact and probability, and
devise risk mitigation strategies. Continuously monitor and manage risks throughout the
project lifecycle.

¢ Quality Assurance: Implement processes and procedures to maintain software quality,
including code reviews, testing, and quality control measures.

¢ Communication: Establish clear channels of communication among team members and
stakeholders. Regularly update stakeholders on project progress, issues, and changes.

e Change Management: Handle changes in project scope or requirements through a
structured change management process to prevent scope creep and maintain project
focus.

e Monitoring and Control: Continuously monitor project performance against estab-
lished metrics and key performance indicators. Make necessary adjustments to ensure

project goals are met.

2.1.3 Project Management Methodologies:

There are various project management methodologies used in software engineering, including:

e Waterfall: A linear and sequential approach that divides the project into distinct phases,
such as requirements, design, development, testing, and deployment.

e Agile: An iterative and flexible approach that emphasizes collaboration, customer
feedback, and adaptability to changing requirements.

e Scrum: A specific Agile framework that organizes work into time-bound iterations called
sprints and includes roles like Scrum Master and Product Owner.

o Kanban: A visual management method that focuses on continuous delivery and workflow
optimization by limiting work in progress.

o DevOps: A set of practices that merge software development (Dev) and IT operations

(Ops) to improve collaboration, automation, and deployment speed.

Effective project management is the backbone of successful software development projects.

It ensures that software products are delivered on time, within budget, and with high quality.
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By adhering to project management principles and selecting the appropriate methodology,
software engineering teams can navigate the complex landscape of software development

and deliver valuable solutions to clients and end-users.

2.1.4 Product Perspective

The product perspective in software engineering is a fundamental concept that encompasses
how software products are designed, developed, and maintained to meet user needs and
achieve business goals. It focuses on ensuring that software solutions are not just functional
but also user-friendly, maintainable, scalable, and aligned with the overall business strategy.
This concept note provides an overview of the key aspects and principles of the product

perspective in software engineering.

2.1.5 Ohbjectives:

The primary objectives of the product perspective in software engineering are as follows:

e User-Centered Design: Prioritize the needs and preferences of end-users to create
software that is intuitive, efficient, and enjoyable to use.

¢ Scalability: Design software systems that can accommodate growth in terms of users,
data, and functionality without compromising performance.

o Maintainability: Develop software with clean, well-documented code that is easy to
update, enhance, and troubleshoot.

o Alignment with Business Goals: Ensure that the software product contributes to
the organization’s strategic objectives and provides measurable value.

¢ Quality Assurance: Implement rigorous testing and quality control measures to identify

and rectify defects and issues in the software.

2.1.6 Key Components:

The product perspective in software engineering involves several key components:

o User Requirements: Gather and analyze user requirements through interviews, surveys,
and feedback to understand user needs and expectations.

o User Interface (UI) and User Experience (UX) Design: Create intuitive and
visually appealing interfaces that enhance user satisfaction and productivity.

e Architecture and Design Patterns: Choose appropriate architectural patterns and
design principles that promote scalability, maintainability, and performance.

¢ Continuous Improvement: Establish processes for continuous improvement based on

user feedback, evolving technology, and changing business requirements.
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¢ Documentation: Maintain comprehensive documentation that includes user guides,
system manuals, and code documentation to aid in software maintenance and knowledge
transfer.

e Quality Assurance and Testing: Implement robust testing strategies, including unit
testing, integration testing, and user acceptance testing, to ensure software quality.

¢ Release Management: Plan and execute software releases to deliver new features,
enhancements, and bug fixes while minimizing disruption to users.

¢ User-Centered Development Methodologies: Several software development meth-
odologies emphasize the product perspective:

¢ Design Thinking: A human-centered approach that focuses on understanding user
needs, ideating solutions, prototyping, and testing to iteratively develop user-friendly
software.

o User-Centered Design (UCD): A process that places users at the center of software
development, involving them in every stage of design and development.

o Agile: An iterative and flexible approach that encourages collaboration, adaptation to
changing requirements, and early and frequent user feedback.

e Lean Startup: A methodology that emphasizes building a minimum viable product

(MVP) to gather user feedback and iterate on product features and design.

The product perspective in software engineering is crucial for delivering software solutions
that meet technical requirements, provide users value, and align with business objectives. By
focusing on user-centred design, scalability, maintainability, and quality assurance, software
engineering teams can develop products that are functional, competitive, and sustainable in

the rapidly evolving software landscape.

2.2 Process Perspective in Software Engineering

The process perspective in software engineering refers to the structured and systematic
approach used to manage, plan, design, implement, and maintain software projects. It
encompasses the methods, techniques, and practices employed to ensure the successful
development of high-quality software solutions. This section provides an overview of the key

components and principles of the process perspective in software engineering.

2.3 Objectives

The primary objectives of the process perspective in software engineering are as follows:

« Efficiency and Consistency: Develop and follow well-defined processes to ensure
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efficient software development and consistent results.

¢ Quality Assurance: Implement processes and practices that lead to the production of
high-quality software, reducing the likelihood of defects and errors.

¢ Risk Management: Identify and mitigate risks associated with software development,
ensuring project success and on-time delivery.

¢ Resource Optimization: Allocate resources effectively, including personnel, time, and
budget, to maximize productivity and minimize costs.

¢ Predictability: Establish clear project milestones and performance metrics to monitor

progress and predict outcomes.

2.3.1 Key Components:
The process perspective in software engineering involves several key components:

¢ Process Models: Choose appropriate process models, such as the Waterfall, Agile, or
DevOps, that suit the project’s specific needs and goals.

o Software Development Life Cycle (SDLC): Define and adhere to a structured SDLC
that outlines phases, activities, and deliverables throughout the software development
process.

¢ Project Planning: Develop comprehensive project plans, including schedules, resource
allocations, and risk assessments, to guide project execution.

¢« Change Management: Establish procedures for handling changes in project scope,
requirements, or priorities to prevent scope creep and maintain project focus.

¢ Configuration Management: Implement version control and configuration manage-
ment practices to track changes to software artifacts and ensure traceability.

¢ Quality Assurance and Testing: Integrate testing and quality control measures at
various stages of development to identify and address defects and issues.

¢ Documentation: Maintain thorough documentation, including requirements, design

specifications, and user manuals, to aid in project management and future maintenance.

2.3.2 Software Development Methodologies:
Several software development methodologies align with the process perspective:

« Waterfall: A sequential approach that divides the project into distinct phases, each
building upon the previous one, ensuring rigorous planning and documentation.

e Agile: An iterative and flexible approach that promotes collaboration, adaptation to
changing requirements, and frequent delivery of functional increments.

o DevOps: A set of practices that merge software development (Dev) and IT operations

(Ops) to streamline and automate the software delivery pipeline.
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e Lean: A methodology that focuses on eliminating waste, optimizing processes, and

delivering value to customers efficiently.

The process perspective in software engineering serves as the foundation for successful
software development projects. By adopting well-defined processes, adhering to established
methodologies, and prioritizing quality, software engineering teams can improve efficiency,
reduce risks, and consistently deliver software products that meet user needs and expecta-
tions. This perspective ensures that software development is a systematic and manageable

endeavour, leading to successful outcomes and satisfied stakeholders. YouTube

2.4 Software Engineering Personas

The modern software industry encompasses various roles and job titles, each contributing to
developing, delivering, and maintaining software products and services. These roles can vary

from organization to organization, but here are some typical roles in the software industry:

o Software Developer/Engineer: Software developers are responsible for designing,
coding, and testing software applications. They write the code that makes software
programs function and often specialize in specific programming languages or technologies.

¢ Front-End Developer: Front-end developers focus on creating web and mobile applic-
ations’ user interface and user experience (UI/UX). They work with technologies like
HTML, CSS, and JavaScript to build interactive and visually appealing interfaces.

¢ Back-End Developer: Back-end developers work on the server-side of applications,
handling data storage, processing, and communication with the front end. They often
work with server-side languages like Python, Java, Ruby, and databases.

¢ Full-Stack Developer: Full-stack developers have expertise in front-end and back-end
development, allowing them to work on all aspects of an application, from the user
interface to the server-side logic.

¢« DevOps Engineer: DevOps engineers focus on automating and streamlining the
software development and deployment processes. They work to bridge the gap between
development and operations teams, ensuring smooth and efficient software delivery.

o Quality Assurance (QA) Engineer: QA engineers are responsible for testing software
to identify and report defects. They create test plans, execute tests, and work to improve
software quality and reliability.

¢ Scrum Master: In Agile development environments, Scrum Masters facilitate the
Scrum process, ensuring that the development team follows Agile principles and removes
obstacles to maintain productivity.

¢ Product Manager: Product managers are responsible for defining the vision and

strategy for a software product. They work with development teams to prioritize features
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and ensure the product aligns with user needs and business goals.

¢ Product Owner: In Agile development, the Product Owner represents the end-users
and stakeholders, defines user stories, prioritizes the backlog, and ensures the development
team builds the right features.

o UI/UX Designer: User interface (UI) and user experience (UX) designers focus on
creating intuitive, user-friendly interfaces and optimizing the overall user experience of
software products.

o Data Scientist/Data Analyst: Data scientists and analysts work with data to derive
insights, build predictive models, and make data-driven decisions. They often work with
data visualization tools and programming languages like Python and R.

¢ Security Engineer: Security engineers focus on identifying and mitigating security
vulnerabilities and risks in software applications, ensuring that sensitive data is protected.

+ Database Administrator (DBA): DBAs manage and maintain databases, ensuring
data integrity, performance, and security. They work with database management systems
like SQL Server, Oracle, or MySQL.

e Cloud Architect/Engineer: Cloud architects and engineers design and implement
cloud-based infrastructure and services, often using platforms like AWS, Azure, or Google
Cloud.

e System Administrator: System administrators manage and maintain the IT infra-
structure, including servers, networks, and hardware, to ensure the reliable operation of
software applications.

o Technical Support/Helpdesk: Technical support professionals provide assistance
to end-users and customers, helping them resolve technical issues and problems with
software products.

¢ Release Manager: Release managers oversee the software release process, ensuring that
new features and updates are deployed smoothly and reliably.

o Content Creator/Technical Writer: Content creators and technical writers produce
documentation, user manuals, tutorials, and other educational materials related to
software products.

o Business Analyst: Business analysts bridge the gap between business stakeholders and
technical teams, gathering and defining requirements to align software solutions with

business objectives.

These roles often overlap or may vary in job titles and responsibilities based on the organ-
ization’s size, industry, and specific project needs. Additionally, some professionals may
take on hybrid roles, combining skills from multiple areas to meet the demands of modern

software development.
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2.5 Software Engineering Principles

Principles in software engineering are foundational concepts and guidelines that serve as the

cornerstones for developing, maintaining, and managing software systems. These principles

provide a framework for designing, building, and delivering high-quality software that meets

user needs and industry standards. This concept note outlines some of the key principles

that guide software engineering practices.

Key Principles in Software Engineering:

Modularity: The principle of modularity emphasizes breaking down a complex software
system into smaller, manageable, and self-contained modules or components. Each
module should have a specific function or responsibility, promoting ease of maintenance,
reuse, and collaboration among developers.

Abstraction: Abstraction simplifies complex systems by focusing on essential details
while hiding unnecessary complexity. It allows developers to manage complexity and
create clear, high-level representations of software components.

Encapsulation: Encapsulation involves bundling data and the methods that operate on
that data into a single unit, known as a class or object. This principle promotes data
integrity, security, and maintainability by controlling access to data and implementation
details.

Separation of Concerns (SoC): SoC advocates for dividing a software system into
distinct, non-overlapping concerns or modules. This separation helps manage complexity
and makes it easier to address individual aspects like user interface, data storage, and
business logic independently.

Single Responsibility Principle (SRP): SRP states that a class or module should
have only one reason to change, meaning it should have a single, well-defined responsibility.
This principle enhances code maintainability and reduces the impact of changes.
Open-Closed Principle (OCP): OCP suggests that software entities, such as classes
or modules, should be open for extension but closed for modification. Developers can add
new functionality without altering existing code, promoting flexibility and minimizing
disruptions.

The Liskov Substitution Principle (LSP) states that objects of derived classes should
be substitutable for objects of their base classes without affecting program correctness.
It ensures that inheritance hierarchies maintain logical consistency.

Interface Segregation Principle (ISP): ISP advocates for creating specific and
minimal interfaces tailored to clients’ needs. It prevents clients from depending on
methods they don’t use and promotes interface cohesion.

Dependency Inversion Principle (DIP): DIP encourages high-level modules to
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depend on abstractions, not concrete implementations. It promotes loose coupling
between components, making changing and extending software systems easier.

o Don’t Repeat Yourself (DRY): DRY emphasizes the avoidance of duplicating code
or information within a software system. Repeating code increases maintenance effort
and the risk of errors.

« Keep It Simple, Stupid (KISS): The KISS principle advises simplicity in design and
implementation. Simpler solutions are easier to understand, maintain, and troubleshoot.

o Principle of Least Astonishment (POLA): POLA suggests that the behavior of
software should be intuitive and consistent, reducing the likelihood of user confusion or
errors.

e YAGNI (You Aren’t Gonna Need It): YAGNI discourages adding features or code
that aren’t currently required. It promotes simplicity and avoids over-engineering.

Principles in software engineering provide a strong foundation for developing reliable,
maintainable, and scalable software systems. By adhering to these principles, software
engineers and developers can create software solutions that are easier to understand, modify,
and adapt to changing requirements, ultimately delivering value to users and stakeholders.
These principles guide software engineering practices and serve as a basis for various software

development methodologies and best practices.

2.6 Product versus Project based Software Engineering

2.6.1 Project-Based Software Engineering:

e Temporary Nature: Project-based software engineering focuses on developing a software
solution to address specific requirements within a defined timeframe. Once the project is
completed, the team disbands or moves on to the next project.

¢ Unique Goals: Each project has its unique goals, objectives, and requirements. The
software is typically developed to meet the specific needs of a particular client or stake-
holder.

¢ Resource Allocation: Resources such as developers, testers, and other team members
are allocated to the project for its duration. Resource allocation is often project-centric
and based on the project’s needs.

¢ Project Management: Project management methodologies like Waterfall or Agile are
commonly used to plan, execute, and control the project’s activities. Project managers
oversee the project’s progress, scope, and budget.

o Timeline: Projects have defined timelines, and the software must be delivered within

that timeframe. Project success is often measured by meeting deadlines and staying
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within the allocated budget.

Customization: The software developed in a project-based approach is often customized
to the client’s specific requirements. It may not be intended for reuse or commercial sale.
Customer Interaction: Customer involvement is typically high, with frequent commu-
nication and collaboration throughout the project to ensure that the software aligns with

customer expectations.

2.6.2 Product-Based Software Engineering:

L]

Ongoing Nature: Product-based software engineering involves continuously developing,
enhancing, and maintaining a software product over an extended period. The product
evolves to meet changing user needs and market demands.

Continuous Development: Unlike projects with a fixed scope, products are continu-
ously developed, allowing for iterative improvements, new features, and bug fixes over
time.

Resource Allocation: Resources are allocated to the product on an ongoing basis.
Teams may be cross-functional and dedicated to the product’s long-term success.
Product Management: Product managers define the product’s vision, strategy, and
roadmap. They prioritize features, plan releases, and align the product with business
goals.

Lifecycle Management: Products go through a lifecycle that includes phases like
introduction, growth, maturity, and decline. Each phase may require different strategies
and priorities.

Commercialization: Product-based software engineering often involves commercializa-
tion efforts, such as marketing, sales, and customer support. The software is intended for
sale to multiple customers or users.

Customer Feedback: Customer feedback is essential in product-based development.
Continuous user feedback drives improvements, informs feature prioritization, and ensures

the product remains competitive.

2.6.3 Comparison:

L]

Scope: Project-based engineering has a well-defined scope with specific objectives, while
product-based engineering has a broader, ongoing scope with evolving objectives.
Resource Allocation: Projects allocate resources temporarily, whereas products require
ongoing resource allocation.

Customer Focus: Projects are often driven by specific customer needs, while products
aim to address the needs of a broader market or user base.

Measurement of Success: Projects are typically measured by meeting project-specific
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goals and timelines, while products are measured by their market success, user satisfaction,
and long-term sustainability.

¢ Development Approach: Project-based engineering may use various development
methodologies, while product-based engineering often aligns with Agile and iterative
development approaches.

o Risk: Project-based engineering faces risks associated with meeting project deadlines and
budgets, while product-based engineering involves risks related to market competition,

changing user needs, and product scalability.

In summary, project-based software engineering is oriented toward achieving a specific
project’s objectives within defined constraints, whereas product-based software engineering
involves continuous development and improvement of software products to meet evolving

market demands and user needs.

2.7 Software Engineering Practices followed at Startup

Software startups often face unique challenges and opportunities compared to established
companies. To succeed, they typically follow best practices tailored to their specific needs

and constraints. Here are some best practices commonly followed by software startups:

¢ Problem Validation: Before building a product, startups should thoroughly validate
the problem they aim to solve. This involves conducting market research, surveys, and
interviews with potential users to ensure there is a genuine need for the solution.

¢ Lean Development: Startups often adopt lean development principles, which emphasize
building a minimum viable product (MVP) with essential features to quickly test concepts
and gather user feedback. This approach helps conserve resources and reduce time to
market.

o Agile Methodologies: Agile methodologies like Scrum or Kanban are commonly used to
manage product development. These methodologies enable startups to adapt to changing
requirements, prioritize features effectively, and maintain a high level of transparency
within the team.

o Focus on User-Centric Design: Startups prioritize user experience (UX) and user
interface (UT) design to create intuitive and appealing products that resonate with their
target audience.

o Iterative Development: Continuous improvement through iterative development is
essential. Startups should iterate on their product based on user feedback, monitoring
key performance indicators (KPIs), and adapting to market shifts.

¢ Product-Market Fit: Achieving product-market fit is a critical milestone. Startups

should focus on refining their product until it fulfills a clear market need and gains
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traction with early adopters.

Customer Development: Maintain close communication with early customers and
involve them in the development process. Their feedback is invaluable for shaping the
product and identifying new opportunities.

Bootstrapping vs. Funding: Startups can choose between bootstrapping (self-funding)
and secking external funding. Each approach has its advantages and considerations, and
the choice depends on the startup’s goals and growth strategy.

Financial Prudence: Efficiently managing finances is crucial. Startups should carefully
monitor budgets, control costs, and prioritize spending on activities that drive growth
and revenue.

Team Building: Assembling a skilled and motivated team is vital. Founders should
focus on recruiting individuals with complementary skills and a shared vision for the
company.

Mentorship and Networking: Seek mentorship and networking opportunities within
the startup ecosystem. Connecting with experienced entrepreneurs and industry experts
can provide valuable guidance and support.

Market Entry Strategy: Plan a clear and effective market entry strategy. Understand
your target audience, competition, distribution channels, and pricing models.
Scalability: Develop a scalable architecture and infrastructure from the start to accom-
modate growth. Scalability becomes essential as the startup expands.

IP Protection: When applicable, protect intellectual property through patents, trade-
marks, or copyrights. Safeguarding unique ideas or technology can be crucial for long-term
success.

Compliance and Data Security: Adhere to relevant legal and regulatory requirements,
especially regarding data privacy and security. Maintaining user trust is essential.
Measuring Progress: Define key performance indicators (KPIs) and regularly measure
progress toward business goals. Data-driven decision-making helps identify areas for
improvement.

Pivot When Necessary: Be open to pivoting the business model or product direction
if initial strategies prove ineffective. Adaptability and a willingness to change course can
be advantageous.

Culture and Values: Establish a strong company culture and core values that guide
decision-making and foster a positive work environment.

Marketing and Customer Acquisition: Develop a comprehensive marketing strategy
to reach and acquire customers. This may involve content marketing, social media, SEO,
paid advertising, and partnerships.

Feedback Loops: Create feedback loops with customers and the team to continuously

refine the product, processes, and strategy.
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Successtul software startups combine these best practices with a relentless focus on
innovation, agility, and the ability to learn from both successes and failures. Adaptability
and resilience are key attributes that help startups navigate the ever-changing landscape

of technology entrepreneurship.

2.8 Software Engineering Practices followed at FANG

FANG is an acronym representing four high-profile technology companies: Facebook

(now Meta Platforms, Inc.), Amazon, Netflix, and Google (now Alphabet Inc.). These

companies are known for their innovative technology, business, and talent management

approaches. While best practices can vary from one company to another, here are some

common best practices followed by FANG companies:

— Innovation and Experimentation:
FANG companies encourage a culture of continuous innovation and experimentation.
They often allocate resources and time for employees to work on pet projects and
explore new technologies. They prioritize research and development to stay at the
forefront of emerging technologies and market trends.

— Data-Driven Decision-Making:
FANG companies strongly emphasise data analytics and use data to drive decisions
across various aspects of their businesses, including product development, marketing,
and user experience. They invest heavily in data infrastructure, analytics tools, and
data science teams.

— User-Centric Design:
FANG companies prioritize user experience and design, focusing on creating products
and services that are user-friendly and aesthetically appealing. User feedback and
usability testing play a central role in product development.

— Scalability and Performance:
Given the scale at which they operate, FANG companies invest in robust, highly
scalable infrastructure and systems to ensure that their services can handle millions or
even billions of users. They focus on optimizing performance to reduce latency and
improve user satisfaction.

— Agile and DevOps Practices:
FANG companies often adopt Agile methodologies and DevOps practices to facilitate
rapid software development, testing, and deployment. Continuous integration and
continuous delivery (CI/CD) pipelines are common. Talent Acquisition and Retention:
They attract top talent from around the world and invest in employee development
and growth. Compensation packages often include competitive salaries, stock options,

and a range of benefits.
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— Open Source Contribution:

FANG companies actively contribute to and use open source software. They recognize
the value of the open source community and often release their own tools and libraries
as open source.

Diversity and Inclusion:

There is a growing emphasis on diversity and inclusion in FANG companies, with
efforts to create inclusive work environments and diverse teams. These companies have
initiatives to address gender and ethnic diversity imbalances in the tech industry.
Product Monetization:

FANG companies have diverse revenue streams, including advertising, e-commerce, sub-
scription models, and cloud services. They continuously innovate in their monetization
strategies and explore new revenue opportunities.

Global Reach:

FANG companies operate on a global scale, with a presence in multiple countries and
languages. They tailor their products and services to local markets while maintaining
a global brand identity.

Security and Privacy:

Given the importance of user data, FANG companies invest heavily in security and
privacy measures to protect user information and maintain user trust.
Environmental Responsibility:

FANG companies increasingly focus on sustainability and reducing their environmental
footprint, with commitments to renewable energy and carbon neutrality. It’s important
to note that each FANG company has its unique approach to best practices, and their
strategies evolve over time. These companies are known for their adaptability and

willingness to change as they continue to shape the technology landscape.
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Virtulization

3.1 Virtual Machine Definition

A Virtual Machine (VM) is a software-based emulation of a physical computer. It allows

one physical computer (the host) to run multiple virtual instances of other computers

(the guests) within it. Each virtual machine has its own operating system and behaves

like an independent computer, even though they share the same underlying hardware

resources. VMs are used for various purposes, including software testing, development,
server consolidation, and creating isolated computing environments for security and
resource management.

Virtual Machines (VMs) play a crucial role in modern computing for several reasons:

— Resource Efficiency: VMs allow for efficiently utilising physical hardware. Organiza-
tions can use their computing resources optimally by running multiple virtual instances
on a single physical machine, reducing hardware costs and energy consumption.

— Isolation and Security: VMs provide high isolation between virtual instances. This
isolation enhances security by minimizing the impact of vulnerabilities in one VM
on others. It’s also beneficial for testing potentially harmful software in a controlled
environment.

— Flexibility and Scalability: VMs are highly flexible and can be quickly provisioned,
scaled up or down, and relocated across different physical hosts. This flexibility is
valuable in dynamic and cloud computing environments, allowing for efficient resource
allocation.

— Disaster Recovery: VM snapshots and cloning make creating backups and recovering
from hardware failures or system crashes easier. VMs can be quickly migrated to

another host in case of failure, ensuring business continuity.
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